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Abstract: Smartphones have gained tremendous popularity over the last few years. In this growing market of 

smartphones, Android, an open source platform of Google which has become one of the most popular Operating 

Systems. Android is mainly used in smartphones and tablets. A worrying trend that is emerging is the increasing 

sophistication of Android malware to evade detection by traditional signature-based scanners. As such, Android app 

marketplaces remain at risk of hosting malicious apps that could evade detection before being downloaded by 

unsuspecting users.Users store all their sensitive data and information on these devices. However, this ease of use 

comes at a very big price and comes with side-effects which most users are unaware of. With the increase use of 

mobile devices, malware is also enjoying unprecedented growth at the expense of unsuspecting and naïve users. 

Even though several mobile security solutions have been proposed, it is apparent that more effort is required to 

ensure the security of the data on these devices. The research presented in this paper is an attempt to analyze 

malware behavior by combining static analysis and dynamic analysis to collect and analyze data in an effort to 

suggest security techniques not currently found in Android-based devices. The results of this research will provide 

and insight into the targets and actions of malware as well as provide higher security if the techniques are coded into 

the Android OS.  

 

Index Terms: Mobile security, Malware, Android, Wireshark 

 

 

1.0  Introduction 

 

Since the launch of Google‟s Android OS in 2008, the smartphone market grew stupendously and has never looked back. 

As of October 2012, according to estimates, out of the total number of smartphones shipped, seventy-five percent were 

Android devices (IDC 2012). Google claims that each day there are approximately 1.3 million activations and the total 

number of Android devices exceeds 5 million making it the most widely used mobile operating system today (Burns 2012). 

Due to its ever-increasing numbers and easy acceptance into Google‟s App Store, the malware market is also thriving and 

enjoying unprecedented growth. To counteract these threats, anti-virus and anti-malware companies are making 

considerable efforts. However, these efforts fail to keep up with the current security requirements. Thus, this research 

makes an effort to perform static and dynamic analysis to analyze the behavior of the malicious apps.   

This paper begins with the introduction of the Android OS and follows with a description of the tools used to perform static 

and dynamic analysis. Then the paper leads to the research methodology used for analysis. Then, the results and description 

of the data will be discussed and finally conclusion with the findings. 

 

2.0 Android and Need for Analysis 

 

2.1 The Android Operating System 

 

Android, the open source mobile operating system developed by the Open Handset Alliance led by Google, is gaining 

increasing popularity and market share among smartphones. Built on top of a Linux 2:6 kernel, and was released in 2008. 

Rigorous compartmentalization of installed applications is enforced through traditional Linux permissions (Google, 2012).  

Android applications are mainly implemented in Java, with the compiled class files further converted into Dalvik bytecode, 

running on the proprietary register based Dalvik VM. It is similar to the JVM, but designed for a resource-constrained 

environment with a higher code density and smaller footprint. Applications are tightly coupled with a large and function-

rich Android framework library. Also, applications are free to include compiled native code as standalone Linux shared 
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object. The interaction between an application‟s Java and native code is well defined by the Java Native Interface (JNI) 

specification and supported by Android‟s Native Development Kit (Borstein 2012).  

 

The most interesting feature about Android is that the Kernel places each application in a sandbox when it executes.  

 

2.2  Need for App Analysis 

 

Since mobile devices have seen considerable innovation and creativity in terms of their features and functions like web 

browsers, task managers, games and email access etc. This increasing complexity of smartphones brings with it increasing 

vulnerabilities. Although Android is most widely used, there exists a dearth of applications in order to completely benefit 

from this operating system. Hence, third party application developers create new applications and launch them in the 

Android Market. This gives users access to thousands of applications; it is however important that the user needs to entirely 

trust the applications before installing them. 

 

Users entrust more and more sensitive data like banking data, social networking identification to the security mechanisms 

embedded within these mobile devices and operating systems. It is apparent that the current security technologies are 

insufficient and there is a need to assess the Android OS and application software for malicious activity.   

 

2.3 Existing Security Issues 

 

Applications in Android devices may be installed through either the Google Play Store (formerly called Android Market) or 

through a variety of third party application stores. Some of the third party stores are Opera Mobile app store, GetJar, 

SlideME, etc. The fact that Android permits application installation from third party vendors means that Google has no 

control over the quality or safety of the applications provided in these stores. Several cases were encountered where 

legitimate apps from the Google Play Store were modified to inject malicious code and the modified apps were sold in 

these third party stores. It is difficult to determine whether the application is genuine or not. In these cases, the reliability of 

the application depends upon the security measures implemented by the application store. This makes it essential to provide 

a reliable means to verify the authenticity of the applications (Google 2012). 

 

2.4  Currently Available Security Measures  

 

Google's Play Store has a security enforcement known as the "Bouncer" which verifies the applications being uploaded for 

any suspicious behavior. It works on a blacklisting based approach and instances have occurred where-in the malicious 

application survived several hours or even days before it was detected and taken off. However, this app still does not 

protect the users from installing malicious apps from sources other than the Play Store. 4.2 version (Jelly Bean) of Android 

has shipped with a security feature to counter this problem. A new feature allows the user to verify the third party 

application being installed on the phone. However, research published by (Jiang 2012) suggests that the system has a 

malware detection rate of 15.32%. An anti-malware system must have a detection rate of at least 80% to be deemed 

acceptable. 

 

3.0 Past and Present Mobile Application Analysis  

 

The earliest research on the current generation of mobile devices dates back to 2007, when iOS, Blackberry and Android 

operating systems began to appear in the market. When security became a major concern, many researches followed. Cheng 

et al. developed SmartSiren: an intrusion detection system for the Symbian OS and Windows Mobile (Cheng 2007). A 

monitoring agent runs on the mobile device and it collects and records the system calls made by the applications running on 

the phone. This data is forwarded to the researcher‟s server over the Internet. Each device registers with the proxy and 

provide information so that the proxy can differentiate between the data obtained from the different devices. This data is 

then analyzed to find out if the device is infected with some malware that uses either SMS or Bluetooth to spread. Bose et 

al. also proposed a behavior-based malware detection system for Symbian OS in 2008 (Bose 2008). Known families of 

existing malware are used to collect data regarding system events and API calls and a logical flow diagram is constructed 

and captured as a signature for that family. Then, any new system or application is compared against this database of 

signatures. If a match is found, the application is considered malicious.  

 

pBMDS was another system proposed by Xie et al. that compares inputs to applications instead of reading and creating logs 

of malware behavior (Xie, 2010). The basis of this system was that user input differs from the automated input. This 

difference was then used to identify abnormal behavior that may result from malware on the device.  



International Journal of Enhanced Research in Science Technology & Engineering, ISSN: 2319-7463 

Vol. 2 Issue 12, December-2013, pp: (107-114), Available online at: www.erpublications.com 

 

Page | 109  
 

Another monitoring system was developed by (Houmansadr, 2011). This system was cloud-based in which an emulated 

device would run in the cloud. The mobile device sends all its network traffic through a controlled proxy, which duplicates 

this device traffic on the emulator running on the cloud. A monitoring system connected to the emulator would analyze this 

traffic and would alert the monitoring agent running on the mobile device regarding the malicious activity to take protective 

action.  

 

All the above-mentioned studies suggest that mobile security is increasingly incorporating real-time monitoring. A major 

component if this research is to analyze the source code to collect data, which will be a significant step in the field of 

malware analysis and provides critical information. 

 

4.0 Methodology 

 

The methodology to be followed for malware analysis using reverse engineering tools has two phases 1) Static analysis and 

2) Dynamic Analysis. First, malware samples are retrieved from contagiodump.com repositories and quarantined and sorted 

into categories like Trojan, worm, spyware, etc. This classification helps in the analysis by categorizing malware, which 

may share similar behavior. Then we proceed to analyze the source code of the apk files to determine coding style, 

encryption, obfuscation and infer the behavior that the malware is expected to exhibit once installed in the device. In the 

next phase, the malware samples are run on the device emulator to observe the malware interaction with the device and the 

user. The results of both these phases are then compiled, interpreted and reported manually to verify effectiveness.  

 

To complete the investigation of the malware samples, the researchers used the following tools: 

Table 1: Malware Investigation Tools used for Analysis 

 

Tools Name  Purpose  Process Used  

JD-GUI  Java disassembly and analysis  Static Analysis  

Dex2Jar  Dex to Java bytecode translation  Static Analysis  

Android Emulator  Android device emulation  Dynamic Analysis 

Wireshark Network Protocol Analyzer Dynamic Analysis 

 

 

4.1. Static Analysis 

This phase involves analyzing the source apk file and all its contents. The contents are made accessible by converting them 

into an interpretable form. The classes are converted from DEX to Java classes, and the binary XML file, 

androidmanifest.XML, is converted to readable XML. Once the conversion is successful, the code is reviewed for any 

suspicious behavior. This is done by going through the required permissions of the application in the actual code, etc. A log 

is then made for all behaviors noticed that may be deemed malicious.  

 

The following tools are required for static analysis:  

 

 DEX2JAR  

 Java Decompiler  

 

The static analysis begins with converting the DEX code to Java using DEX2JAR. The Java shows all the resources and 

class files that are used for the app. Then, the Java Decompiler converts the class files into readable format.   

 

Once all the content is ready, the actual code is analyzed. The reviewer goes through the androidmanifest.XML file and 

extracts the permissions requested by the app. The activities within the app are also noted. The next stage is to review the 

source code extracted previously. Reviews look out for specific API calls like those to SMS Manager classes to find 

specific behavior (sending SMS in this case). A report is generated for all of these instances. 
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4.2 Dynamic Analysis 

In this phase, the apk file is actually installed on an emulated device and the behavior is observed. A report is generated and 

behavior is compared with the expected results from the static analysis.  

 

Dynamic analysis are performed by running the app on emulators. Various metrics, such as, wireshark summary, 

conversation, IO graph, Endpoints and Flow Graph are monitored. Nexus S is used for Dynamic analysis. This gives a more 

generalized view to the tests, which makes it applicable to a variety of devices. Tcpdump is used for capturing network 

traffic. A dynamic analysis tool is developed in order to assist in installing the application, accessing the shell and capturing 

metrics. This takes the effort of typing tedious commands in a terminal off the tester and hence improves efficiency.  

 

The app is installed using the tool, and the network capture is started. The application is started and used as intended. 

Report from the static analysis is referred to possibly generate the conditions required for the malware to become active. 

The packet capture and other metrics are analyzed and a report is generated.  

 

 

Fig. 1: Incoming and outgoing traffic monitoring 
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Fig. 2 Flow Chart of Complete operation cycle of icalendar.apk Malware 

 

In fig. 2 the flowchart explains how the icalendar.apk malware gets installed and perform malicious activities. First the 

victim downloads the icalendar.apk from android market. Then the victim launches the application on his android device. 

From the analysis we can confirm that if the user click for the 5
th

 time then another method called send Sms() is invoked.  

Victim downloads the malicious icalendar.apk 

from Android Market 

Victim launches the application on his Android 

device 

Victim click on the application for the fifth time 

 

sendSms() function is 

called 

Is “y” Set? 

Send SMS to 1066185829 with the text 921X1 to 

subscribe for unknown service 

Save () function is 

called 

Y is set and saved 

Do Nothing 

Suppress the delivery reports from reaching the victim 

mobile device 
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The sendSMS() assigns a value “y” to a variable and it also obtains the current value in the xml file. It then checks if they 

are equal then it is assumed that a message has already been sent and the application only displays the calendar. If it is not 

equal then a text message is sent using a method sendTextMessage() to a premium number 1066185829. This number 

belongs to a Chinese telecom company. The content of this message is 921X1. This message is a special code that indicates 

to the telecom company that a user wants a monthly subscription of an SMS service.  

Once the message is sent a method save() is invoked. This method is the one that actually writes the value “Y” in the xml 

file present in the shared preferences folder.  

The developer hides all incoming messages from certain numbers that pertain to the subscription messages that the user 

receives. The developer uses broadcast receivers in order to abort messages that arrive from certain numbers. 

5.0 Aggregation of Findings 

Once the static and dynamic analysis phases are done, the findings are aggregated and a final report is generated which 

contains information about the category of the malware, its behaviour, resources it targets, etc.  

SMS related activity is the most commonly observed behavior. Most apps request permission to send/receive SMS, and 

most of these are from premium numbers or command and control servers. The other most common behavior was to send/ 

receive data using a http connection. Again this was done to contact some command and control server and to transfer the 

data from the device to the server. Obfuscation was also observed in the malware samples within the source code as most of 

the class names and variable names were changed to single letters. This though does not impact how the app interacts with 

the device, it makes the app difficult to reverse engineer.  

 

5.1 Static Analysis 

Source code of SmsReceiver.class: It was observed that the class file named „SmsReceiver.class‟ seemed suspicious as this 

was a Calendar application and therefore SmsReceiver was not required. On further inspection of the source code of the 

„SmsReceiver.class‟, it was found that it contains three numbers i.e. 1066185829, 1066133 and 106601412004, which 

looked rather suspicious and also looked like there was an attempt to block messages from these numbers coming to the 

Android mobile device, which had this application installed and running. 

Source code of icalendar.class: The first most suspicious thing we noticed was that, in the showImg() function, after 5 

clicks, there was a call to a sendSms() function. At the end of the sendSms() function, we noticed that there was a call to the 

save() function. So we looked for the save function in the code and found it to be just above the sendSms() function. 

After proper analysis and understanding of the save() function, it was found that the string “y” is passed whenever the 

save() function is called. Also, it was concluded that sendSms() function can be called only once and never again due to the 

“if” loop that is set for the sendSms() function. 

 

5.2 Dynamic Analysis 

The Nexus S was selected for running the dynamic analysis; the main reason for this is that this device comes with stock 

Android, which provides a general view for the purpose of this research. The live testing is based on the results of the static 

analysis and effort is taken to trace the suspected behavior from the static analysis to the dynamic analysis. The behavior 

testing is done on the emulator.   

Wireshark was used for traffic capture. This reveals the general statistics such as size, timestamp of first packet capture and 

last packet capture, duration for capture and average flow of traffic of the captured file during dynamic analysis of the 

malware execution.  

A network Conversation captured by Wireshark is the traffic between two specific endpoints (IP Addresses). In My 

experiment, my host IP Address is 10.0.2.15, Gateway IP is 10.0.2.2 and remote C2 (Command and Control server) IP is 

165.193.245.41. Conversation between 10.0.2.15 and 10.0.2.2 will be name resolution and later on infected client may 

contact remote C2. (Command and Control server) IP is 165.193.245.41 it reveals no of packets that have been exchanged. 
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6.0  Conclusion 

In this paper, a method is presented by which Android applications can be assessed for malicious activity in two ways: 

through static and dynamic analysis. The assessment of known Android malware using this method yields sufficient 

knowledge to propose several technical solutions for Android that currently do not fully exist. The solutions aim to increase 

confidentiality, integrity, and availability of the system by improving the isolation of data, protecting access to data, and 

mitigating the threat of service interruption to data or applications. Thus, it is very apparent that other technical and 

conceptual solutions must be formulated which are more efficient in thwarting the attempts of the malware developers to 

access private and sensitive data and exploit the vulnerabilities of the mobile operating system. 

7.0 Future Work 

The research described in this paper is ongoing. Research will continue in investigating the source code of newly identified 

Android malware. To improve the quality and efficiency of this process, it is desirable to invest in the design, development, 

and implementation of a fully automated application static analysis system that is employed to triage arbitrary Android 

applications. 

 

The several malwares that exist in the Android platform are a field of concern for both the users as well as Google. 

Therefore this project has discussed in great detail regarding the malwares, their effects and how they can be eradicated in 

order to provide malware/spyware free applications for users. 

 

In the scope of this project, the most appropriate way of understanding malwares is by studying the working of an already 

existing malware. The next step is to try and alter a normally functioning application and craft it to behave as a malware. 

These two steps have been successfully achieved in this piece of work. 
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