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ABSTRACT 

 

GitHub has launched Copilot since 2021. It is an AI assistant to help developers to write code. It has become very 

popular since its launch. GitHub has announced that a million software engineers have begun to use it during their 

daily work and 20,000 organizations have adopted it in their work process[3]. According to a research from GitHub, 

there will be an increase in productivity from using Copilot and it is expected to add $1.5 trillion to global GDP by 

2030[11]. Although GitHub Copilot has brought us a lot of benefits and improvements in the software development 

process, many developers are aware of its shortage and limitations. This paper discusses Copilot’s impact on the 

software industry and illustrates what are the pros and cons of this AI tool. The study is based on many online 

resources and my daily work experience in the company. This paper points out the negative and positive impacts of 

Copilot and demonstrates corresponding solutions to avoid those shortcomings. In the end, it aims to come up with 

better approaches to using Copilot to enhance the software development work.  

 

 

 

INTRODUCTION 

 

GitHub Copilot is a code generator based on the GPT-3 model from Open AI. It is a cloud-based artificial intelligence tool 

that can turn natural language prompts into programming suggestions. It helps developers generate code snippets and gives 

useful coding suggestions for multiple programming languages including Python, Java, C++, and so on. Copilot helps 

software engineers save plenty of time and improve their productivity greatly. It aims to help developers focus on business 

logic over boilerplate code. However, Copilot is not perfect and it does have many limitations and challenges. This paper 

highlights its risks and corresponding approaches to overcome those risks in order to utilize this tool better in the software 

development.  

 

BACKGROUND AND MOTIVATION 

 

GitHub Copilot is powered by Codex, which is a modified version of GPT-3 (Generative Pre- trained Transformer 3)[10]. 

GPT-3 is a neural network machine learning model trained using internet data to generate human-like texts. It is a decoder-

only transformer model (see Fig.1), which uses attention in place of previous recurrence and convolution-based 

architectures. The attention mechanisms allow the model to selectively focus on segments of input text it predicts to be the 

most relevant[10]. GPT-3 has been used to generate different types of text structures, such as articles, new reports, and 

dialogue, it can also generate programming code.  
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Fig.1. Polosukhin et al. "Attention Is All You Need". arXiv:1706.03762 

 

Codex is a special version of GPT-3 since it is trained on large sets of source code from different programming languages 

on GitHub. Codex has the power to understand natural languages, but it generates code instead of text, meaning you can 

issue commands in English to any piece of software with an API. Codex is a general-purpose model and people are able to 

use it for different programming tasks, such as code refactoring, code explanation, and code transpilation (For example, 

transpilers in JavaScript are source-to-source compilers that transform source code in non-JavaScript languages such as 

CoffeeScript and TypeScript to equivalent JavaScript source code)[4]. In this way, GitHub Copilot works as the AI pair 

programmer to help developers to solve the coding problems.  

 

GitHub Copilot has been developed for years to evolve from a simple plugin to a well-known subscription service. The 

rough design idea was early. The very beginning of it is 'Bing Code Search' plugin for Visual Studio 2013, which was a 

Microsoft Research project released in February 2014. This plugin integrated with various sources, including MSDN and 

StackOverflow, to provide high-quality contextually relevant code snippets in response to natural language queries. Then 

GitHub Copilot was first launched in the Visual Studio code development environment in Jun 2021[3]. Then it was released 

as a plugin in JetBrains in Oct 2021. After that, GitHub released the GitHub Copilot Neovim plugin as a public repository. 

In Jun 2022, Copilot was officially available as a subscription service for all developers (GitHub Copilot is generally 

available to all developers). GitHub Copilot is most capable in Python, but it is also proficient in over a dozen languages 

including JavaScript, Go, Perl, PHP, Ruby, Swift and TypeScript, and even Shell[12].  

 

GitHub Copilot has become very popular among software developers rapidly. According to one survey from GitHub, there 

are more than 1.2 million developers using it in 2022, 72% of all GitHub developers are willing to use it next year, and 75% 

of GitHub developers have a desire for future adoption[8]. Actually, the survey also shows that there are 46% of the code 

on GitHub was generated by Copilot in 2022, and 61% of the code is Java. Meanwhile, many companies and organizations 

have started to use GitHub Copilot[5]. For example, Microsoft has encouraged all its developers to embrace GitHub 

Copilot in their development. Some companies like Citi and Samsung have shown strong interest in leveraging GitHub 

Copilot in their software-building process.  

 

GitHub Copilot has significantly improved the productivity of developers. In fact, GitHub has conducted one survey to 

fully understand the user feedback. In the research, the GitHub Next team surveyed more than 2000 developers to learn 

about their experience using GitHub Copilot and conducted multiple rounds of research including qualitative (perceptual) 

and quantitative (observed) data to assemble the full picture. They collect metrics that cover all dimensions of the SPACE 

framework[7]. SPACE is the acronym for a multidimensional framework that describes several aspects of developer 

productivity: (1) Satisfaction and well-being; (2) Performance; (3) Activity; (4) Communication and collaboration; and (5) 

Efficiency and flow. We can clearly find the positive results of using GitHub Copilot in Figure 2. Those metrics in Figure 2 

are tracked over time for some specific groups of GitHub users so that we can clearly see the “before and after” effect. 

According to this research from GitHub, they have found that using Copilot can support faster completion times, conserve 

developers’ mental energy, help them focus on more satisfying work, and ultimately find more fun in the coding they do.  

Fig.2. Kalliamvakou, Eirini. “Survey responses measuring dimensions of developer productivity when using GitHub 

Copilot”. GitHub Blog. 7 Sep 2022  
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IMPROVEMENTS AND BENEFITS 

 

GitHub Copilot is branded as an “AI pair programmer” that uses artificial intelligence to auto- generate code in your editor. 

However, GitHub Copilot is more than just an autocomplete solution. Based on the prompt and context you provide, it 

offers many different features to help developers solve different programming tasks.  

 

First of all, GitHub Copilot can help convert code comments into runnable code. With GitHub Copilot, developers can 

generate code much faster than they would be able to write it from scratch. This can be especially helpful when working on 

large projects or when facing tight deadlines. At the beginning of your code, you just need to type instructions as 

comments, then Copilot will suggest a solution of code snippet that you can accept or decline. (See Fig.3). GitHub Copilot 

can help you convert your business logic written in plain text into the  

 

 
 

corresponding code. This feature is pretty useful when you write some functions or methods to achieve some 

straightforward goals[5]. After you have leveraged GitHub Copilot to complete writing many functions or methods, you 

can easily build a complex class based on them.  

 

 
 

Fig.3. Daniel Diaz. “What is GitHub Copilot? An AI Pair Programmer for Everyone”. SitePoint. 9 Aug 2021  

 

Besides, GitHub Copilot is also helpful for developers to understand what a block of code is doing, especially for a new 

coding framework. GitHub Copilot can help make programming more accessible to people without much coding 

experience, as it can guide them through the process and provide feedback and explanations. GitHub Copilot helps reduce 

the barriers to entry for new developers, which can be especially important in a field that is often criticized for being too 

insular or elitist[1]. Developers can use Copilot to explain the code block that is not familiar or lacks context. (See Fig.4) 

When we review others’ code, usually it costs a lot of time because we need more time to understand the context and 
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purpose of each method. By leveraging GitHub Copilot, we can easily ask and interact with this AI assistant to quickly 

understand the code.  

 

 
 

Fig.4. Daniel Diaz. “What is GitHub Copilot? An AI Pair Programmer for Everyone”. SitePoint. 9 Aug 2021 

 

Furthermore, GitHub Copilot is very useful for developers to translate their code between different languages or 

frameworks. For example, developers can use it to convert Node.JS code into Python with simple prompts (See Figure 5). 

This kind of conversion work is needed when we would like to do some migration to change the programming language for 

the back-end or front-end. Such migration used to be a very time-consuming task. Now with the help of GitHub Copilot, 

the migration and conversion work is pretty easy and fast. Developers just need to provide simple prompts and ask the AI to 

do the work[6]. The generated code is usually of very good quality that can be simply verified using unit and integration 

tests.  

 

 
 

Fig 5. Michelle Mannering. “How to translate code into other languages using GitHub Copilot”. DevTo. 16 May 

2022 

 

Last but not least, GitHub Copilot is able to improve code quality. Copilot is useful for generating test cases that cover 

primary and corner cases. This feature is pretty useful as it can save substantial amount of time for developers and increase 

code coverage at the same time. (See Fig.6) The auto-generated unit test cases will help the code coverage and detect any 

hidden bugs if necessary[7]. Many developers don’t really like to write too many unit tests simply due to the perception that  

it consumes too much time. Now using GitHub Copilot can easily solve this problem. Those auto-generated unit tests work 

as very good guardrails and prevent us from checking in any bad code.  
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Fig 6. Daniel Diaz. “What is GitHub Copilot? An AI Pair Programmer for Everyone”. SitePoint. 9 Aug 2021 

 

CHALLENGES AND LIMITATIONS 
 

While the benefits and improvements of GitHub Copilot are compelling, there are also some potential drawbacks to 

consider. Nothing in the world is perfect. This paper highlights some developers’ concerns on using GitHub Copilot. Some 

of those drawbacks shouldn’t be easily overlooked as they may block the development of GitHub Copilot if no appropriate 

action item is taken.  

 

First, despite its popularity among developers, many of them actually have concerns about the security issues of using 

GitHub Copilot[2]. The security concern does make sense because you basically put data, code, documents, and even 

images into GitHub Copilot to let it have a better understanding of the context of your questions. The more data you feed 

into GitHub Copilot, the more risks you have. You may leak those confidential data to public who are not meant to 

consume such information at all(See Fig 7). Any leaked sensitive data may cause a disaster for the company because other 

companies may use those data for unfair competition and customers may start a lawsuit against us.  

 

Fig.7. Dotan Nahum. “The Dangers of AI/ML in Code & GitHub’s CoPilot Leak”. Security Boulevard. 11 July. 2021  

Meanwhile, GitHub Copilot may not verify the code it generated. The code may not compile, run, or produce the desired 

result. More importantly, the code generated by GitHub Copilot may have hidden bugs or security concerns[8]. We know 

there is a chance that our code can be hacked easily by SQL injection if our SQL is not well written. The code from GitHub 

Copilot may overlook such security holes. For example, when we create a database and leverage GitHub Copilot to write 

code for the log-in functionality, it may produce bad code with security issues. As you can see in Fig.8, the SQL query in 

$query is built in a way that is vulnerable to SQL injection (values supplied by the user are directly used in the query).  
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Fig.8. Kadir Arslan. “Insecure coding workshop: Analyzing GitHub Copilot suggestions”. 6 Oct. 2022 

 

Besides, another concern is related to the copyright of code generated by GitHub Copilot. GitHub Copilot is generating new 

code based on some existing code on GitHub. Existing code serves as the training data for the AI model[9]. If those 

existing code belongs to company A, then it is controversial to debate if the newly generated code is still owned by 

company A. Nowadays many individual developers are just using the newly generated code for free. Is it a good approach 

to protect the copyright of company A? If the copyright is not well protected, then more and more companies will stop 

sharing their code on GitHub, which eventually will decrease the inference ability of GitHub Copilot.  

 

Furthermore, many developers are also complaining that GitHub Copilot is good at generating small pieces of code, but it is 

poor at handling the production code which may contain thousands of lines of code. The production code has some internal 

abstraction and complexity, which blocks the accurate inference of GitHub Copilot. There is a chance that GitHub Copilot 

may generate some code that is irrelevant or incorrect for the given task, which is inconsistent or incompatible with the 

existing code base[15]. As a result of that, the code actually reduces the functionality and reliability of the entire system. 

Developers cannot purely depend on the GitHub Copilot to write the whole production project. Many prompts and 

interactions are still heavily needed.  

 

Another major concern from developers is the bad project integration. The generated code from GitHub Copilot usually 

works fine as itself. However, when it comes to integrating with other frameworks, components, and designed interfaces, 

many problems will occur. The poor integration is usually because GitHub Copilot does not have enough context of the 

whole proejct[17]. For example, the generated code may work fine to demonstrate your back-end business logic. However, 

due to the fact that it has little knowledge of your front-end framework and programming language, the back-end code may 

not be easily integrated with your front-end interface. Most of time, it will take developers additional time to modify the 

generated code to comply with the integration interface, which decreases the benefits of GitHub Copilot.  

 

5. Overcoming The Limitations  
GitHub Copilot is not a perfect tool, however, it doesn’t mean we should stop using it. Actually, based on the research of 

many papers and the experience of our team in the company, we have figured out several approaches to overcome its 

limitations.  

 

The most effective way is that we need to introduce code review and manual checks on code generated by Copilot. It is 

recommended not to fully trust AI-generated Code. We always need code review to check and understand every piece of 

code to ensure code quality. The majority of the generated code does make sense, however, it may contain some nonsense 

code in some small areas[20]. A manual check is always necessary. Code review does not only work as a safe guardrail to 

prevent us from checking in bad code but also gives us one opportunity to learn and understand the context of the generated 

code itself. Without a good understanding of the code, it is always a risk to merge the code no matter whether the code is 

auto-generated by AI or written by the developers.  

 

Another good approach is to be aware of introducing sensitive data into GitHub Copilot. We should avoid including 

customer privacy data and sensitive production data. Instead of that, we can start using dummy data or testing data. This 

approach is similar to what we do during the mock test. Copilot can be used to help developers generate the structure of the 

code to demonstrate its core business logic. Using dummy data or mock data is sufficient enough. Developers just need to 
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pay attention to what feeds into GitHub Copilot and don’t be so lazy to just copy and paste everything into Copilot. We 

need to keep in mind not feeding every piece of code or data into Copilot and always remember to filter out those sensitive 

data[18].  

 

In order to detect the hidden defect of generated code from GitHub Copilot, developers should always incorporate more 

integration tests and end-to-end tests to ensure integration. As we all know Copilot is poor at code integration, so 

integration tests and end to end tests are good opportunities to identify some hidden bugs. Some bugs are hard to find 

during the code review and will only happen during the execution. Adding more test cases, especially the end-to-end test is 

a very good approach to ensure the quality of our code. We may not have enough time to check every piece of the 

generated code. However, as long as the generated code can pass our end-to-end test and major functionality test, we will 

be pretty confident to ship those code. We need to add more test cases to cover some corner cases and edge cases. Those 

test cases can be divided into functionality tests and regression tests[15]. The former makes sure the generated code has 

implemented the business logic correctly, while the latter makes sure the newly introduced code won’t break our existing 

system.  

 

Lastly, one approach that may be overlooked is that we always need to have a detailed design doc and architecture design 

ready before using Copilot. We need to keep in mind that using GitHub Copilot is to reduce repeating manual work instead 

of any creative work. GitHub Copilot is a helper for us, not the driver of the project. Before using GitHub Copilot, we need 

to have a design doc discussion among our team and have a clear roadmap of what we would like to achieve. GitHub 

Copilot is just here to give better suggestions, not to dominate the entire design process. We need to have a good design of 

how different components interact, how the data flow works, and how functionalities are implemented. Having a well-

designed architecture is the prerequisite to leveraging GitHub Copilot to generate code for our project.  

 

CONCLUSION 
 

The benefits of using Copilot are significant, however, there are also many challenges and limitations. Using Copilot is like 

a double-edged sword, which requires developers to carefully consider various aspects when deciding whether or not to use 

it. During the software development process, developers need to follow several approaches and pay attention to their risks, 

then decide on how to apply Copilot on different projects case by case. We still encourage developers to embrace GitHub 

Copilot given that it can significantly improve the productivity of programming. Meanwhile, we suggest developers to 

adopt many approaches like we discussed in this paper to overcome GitHub Copilot’s shortcomings and not take everything 

from GitHub Copilot for granted. It is good to know that GitHub has realized several issues of Copilot and gradually 

launched and developed new features to address those concerns.  
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